第五章 数组和广义表

一、选择题

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1.B | 2.1L | 2.2J | 2.3C | 2.4I | 2.5C | 3.B | 4.B | 5.A | 6.1H | 6.2C | 6.3E |
| 6.4A | 6.5F | 7.B | 8.1E | 8.2A | 8.3B | 9.B | 10.B | 11.B | 12.B | 13.A | 14.B |
| 15.B | 16.A | 17.C | 18.D | 19.C | 20.D | 21.F | 22.C | 23.D | 24.C | 25.A | 26.C |
| 27.A |  |  |  |  |  |  |  |  |  |  |  |

二、判断题

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1. × | 2.√ | 3.√ | 4.× | 5.× | 6. × | 7.√ | 8.× | 9.× | 10.× | 11.× | 12.√ |
| 13.√ | 14.√ |  |  |  |  |  |  |  |  |  |  |

部分答案解释如下。

1. 错误。对于完全二叉树，用一维数组作存储结构是效率高的（存储密度大）。

4. 错误。数组是具有相同性质的数据元素的集合，数据元素不仅有值，还有下标。因此，可以说数祖是元素值和下标构成的偶对的有穷集合。

5. 错误。数组在维数和界偶确定后，其元素个数已经确定，不能进行插入和删除运算。

6. 错误。稀疏矩阵转置后，除行列下标及行列数互换外，还必须确定该元素转置后在新三元组中的位置。

8. 错误。广义表的取表尾运算，是非空广义表除去表头元素，剩余元素组成的表，不可能是原子。

9. 错误。广义表的表头就是广义表的第一个元素。只有非空广义表才能取表头。

10. 错误。广义表中元素可以是原子，也可以是表（包括空表和非空表）。

11. 错误。广义表的表尾，指去掉表头元素后，剩余元素所组成的表。

三、填空题

1. 顺序存储结构 2.（1）9572（2）1228 3.（1）9174（2）8788 4. 1100

5. 1164 公式：LOC(aijk)=LOC(a000)+[v2\*v3\*(i-c1)+v3\*(j-c2)+(k-c3)]\*l (l为每个元素所占单元数)

6. 232 7. 1340 8. 1196 9. 第1行第3列

10. (1)270 (2)27 (3)2204 11. i(i-1)/2+j (1<=i,j<=n)

12. (1)n(n+1)/2 (2)i(i+1)/2 (或j(j+1)/2) (3)i(i-1)/2+j (4)j(j-1)/2+i (1<=i,j<=n)

13. 1038 三对角矩阵按行存储：k=2(i-1)+j (1<=i,j<=n)

14. 33 (k=i(i-1)/2+j) (1<=i,j<=n)

15. 非零元很少(t<<m\*n)且分布没有规律 16. 节省存储空间。

17. 上三角矩阵中，主对角线上第r(1≤r≤n) 行有n-r+1个元素，aij所在行的元素数是j-i+1。所以，元素在一维数组的下标k和二维数组下标关系:k=((i-1)\*(2n-i+2))/2+(j-i+1)=(i-1)(2n-i)/2+j (i≤j)

18. 93 19. i(i-1)/2+j 20. 线性表 21. 其余元素组成的表

22. （1） 原子（单元素）是结构上不可再分的，可以是一个数或一个结构；而表带结构，本质就是广义表，因作为广义表的元素故称为子表。

（2）大写字母 （3）小写字母 （4）表中元素的个数（5）表展开后所含括号的层数

23. 深度 24.（1）（） （2）（（）） （3）2 （4）2

25. head（head（tail（tail（head（tail（tail（A）））））））

26. 表展开后所含括号的层数 27.（1）5 （2）3

28. head(head(tail(LS))) 29. head(tail(tail(head(tail(head(A))))))

30. head(tail(head(tail(H)))) 31. (b) 32. (x,y,z) 33. (d,e)

34. GetHead(GetHead(GetTail(L)))

35. 本算法中，首先数组b中元素以逆置顺序放入d数组中，然后数组a和数组d的元素比较，将大者拷贝到数组c。第一个WHILE循环到数组a或数组d结尾，第二个和第三个WHILE语句只能执行其中的一个。

（1）b[m-i+1]（2）x:=a[i]（3）i:=i+1（4）x:=d[j]（5）j:=j+1 （6）k:=k+1（7）i<=l（8）j<=m

36.（1）(i==k) **return**（2）i+1（3）i-1（4）i!=k

本算法利用快速排序思想，找到第k个元素的位置（下标k-1因而开初有k--）。内层do循环以t(t=a[low])为“枢轴”找到其应在i位置。这时若i等于k，则算法结束。（即第一个空格处if(i==k) **return**)。否则，若i<k，就在i+1至high中间去查；若i>k，则在low到i-1间去找，直到找到i=k为止。

37.逆置广义表的递归模型如下

f(LS)=![](data:image/x-wmf;base64,183GmgAAAAAAAKAvgAkACQAAAAAxeAEACQAAA74CAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCgAmgLxIAAAAmBg8AGgD/////AAAQAAAAwP///6T///9gLwAAJAkAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAAASBQo1W9T0d2TU9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKQgg6AAEAAADveQgAAAAyCtIGOgABAAAA73kIAAAAMgoGCToAAQAAAO55CAAAADIKQgQ6AAEAAADveQgAAAAyCi4DOgABAAAA73kIAAAAMgpiBToAAQAAAO15CAAAADIKvgE6AAEAAADseQgAAAAyCqoILx0BAAAAPXkIAAAAMgqqCLEZAQAAAD55CAAAADIKWAZnKwEAAAA9eQgAAAAyClgGQiQBAAAAPnkIAAAAMgpYBtscAQAAAD15CAAAADIKWAZdGQEAAAA+eRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBb1PR3ZNT0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqoIPR4BAAAAMXkJAAAAMgqqCO8aAwAAAHRhZ2UIAAAAMgqqCPsXAgAAAFMtCgAAADIKqgjVEwUAAAAgICAgIAAIAAAAMgqqCOUSAgAAACkpDAAAADIKqghiDAoAAABmKGhlYWQoTFMpDAAAADIKqggqBwkAAABhaWwoTFMpKSwpDAAAADIKqgj0AAoAAABhcHBlbmQoZih0CgAAADIKWAafLAUAAABudWxsKQAIAAAAMgpYBt0qAQAAACF1DAAAADIKWAaAJQoAAAB2YWwucHRyLnRwCQAAADIKWAapIQMAAABMUy1sCAAAADIKWAYNHgEAAAAwUwkAAAAyClgGmxoDAAAAdGFnbAgAAAAyClgGpxcCAAAAUy0LAAAAMgpYBmESCAAAACAgICAgICAgDAAAADIKWAZoDAkAAABoZWFkKExTKSlwDAAAADIKWAYqBwkAAABhaWwoTFMpKSxwDAAAADIKWAb0AAoAAABhcHBlbmQoZih0CwAAADIKBgSZDwgAAAB0YWlsKExTKQgAAAAyCgYEXgYCAAAATFMKAAAAMgoGBLACBgAAACAgICAgIAgAAAAyCrQBhwYCAAAATFMKAAAAMgq0ATkDBQAAACAgICAgIAkAAAAyCrQB+gAEAAAAbnVsbBwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBb1PR3ZNT0dwEAAAAAADAABAAAAC0BAAAEAAAA8AEBAAgAAAAyCqoIIxcBAAAATHUIAAAAMgpYBs8WAQAAAEx1CAAAADIKBgQGAQIAAABMUxwAAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUAq/R3QAAAAKQDCnJb1PR3ZNT0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqoIoxUCAAAAyPQJAAAAMgpYBqkeBAAAAKOsx9IIAAAAMgpYBk8VAgAAAMj0CQAAADIKBgQpFAQAAADOqr/VDAAAADIKBgQZCAoAAADOqtSt19OjrMfSCAAAADIKBgTeBAIAAADI9AkAAAAyCrQBQggEAAAAzqq/1QgAAAAyCrQBBwUCAAAAyPQKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAAAAAKAAAABAAAAAAAAAAAAAEAAAAAADAABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)

上面app**END**(a,b)功能是将广义表a和b作为元素的广义表连接起来。

（1）(p->tag==0) //处理原子

（2）h=reverse(p->val.ptr.hp) //处理表头

（3）(p->val.ptr.tp) //产生表尾的逆置广义表

（4）s->val.ptr.tp=t; //连接

（5）q->val.ptr.hp=h //头结点指向广义表

38. 本题要求将1，2，...,n\*n个自然数，按蛇型方式存放在二位数组A[n][n]中。“蛇型”方式，即是按“副对角线”平行的各对角线，从左下到右上，再从右上到左下，存放n2个整数。对角线共2n-1条，在副对角线上方的对角线，题目中用k表示第k条对角线（最左上角k=1），数组元素x和y方向坐标之和为k+1（即题目中的i+j=k+1）。副对角线下方第k条对角线与第2n-k条对角线对称，其元素的下标等于其对称元素的相应坐标各加(k-n)。

（1）k<=2\*n-1 //共填2\*n-1条对角线

（2）q=2\*n-k //副对角线以下的各条对角线上的元素数

（3）k%2！=0 //k为偶数时从右上到左下，否则从左下向右上填数。（本处计算下标i和j）

（4）k>=n //修改副对角线下方的下标i和j。

（5）m++；或m=m+1 //为填下个数作准备，m变化范围1..n\*n。

本题解法的另一种思路见本章算法设计题第9题。

39.本题难点有二：一是如何求下一出圈人的位置，二是某人出圈后对该人的位置如何处理。

按题中要求，从第s个人开始报数，报到第m个人，此人出圈。n个人围成一圈，可看作环状，则下个出圈人，其位置是(s+m-1)%n。n是人数，是个变量，出圈一人减1，算法中用i表示。对第二个问题，算法中用出圈人后面人的位置依次前移，并把出圈人的位置（下标）存放到当时最后一个人的位置（下标）。算法最后打印出圈人的顺序。

（1）(s+m-1) MOD i //计算出圈人s1

（2）s1:=i //若s1=0,说明是第i个人出圈（i%i=0）

（3）s1 TO i-1 //从s1到i依次前移，使人数减1，并将出圈人放到当前最后一个位置A[i]=w。

40. 若第n件物品能放入背包，则问题变为能否再从n-1件物品中选出若干件放入背包（这时背包可放入物品的重量变为s-w[n]）。若第n件物品不能放入背包，则考虑从n-1件物品选若干件放入背包（这时背包可放入物品仍为s）。若最终s=0,则有一解；否则，若s<0或虽然s>0但物品数n<1,则无解。

（1）s-w[n],n-1 //Knap(s-w[n],n-1)=true

（2）s,n-1 // Knap←Knap(s,n-1)

四、应用题

1、958 三维数组以行为主序存储，其元素地址公式为：

LOC(Aijk)=LOC(Ac1c2c3)+[(i-c1)V2V3+(j-c2)V3+(k-c3)]\*L+1

其中ci,di是各维的下界和上界，Vi=di-ci+1是各维元素个数，L是一个元素所占的存储单元数。

2. b对角矩阵的b条对角线，在主对角线上方和下方各有⎣b/2⎦条对角线(为叙述方便，下面设a=⎣b/2⎦)。从第1行至第a行，每行上的元素数依次是a+1,a+2,...,b-2,b-1,最后的a行上的元素个数是 b-1，b-2,...,a+1。中间的(n-2a )行，每行元素个数都是b。故b条对角线上元素个数为 (n-2a)b+a\*(a+b)。存放在一维数组V[1..nb-a(b-a)]中，其下标k与元素在二维数组中下标i和j的关系为：

k=![](data:image/x-wmf;base64,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)

3．每个元素32个二进制位，主存字长16位，故每个元素占2个字长，行下标可平移至1到11。

（1）242 （2）22 （3）s+182 （4）s+142

4．1784 (公式：Loc(Aijkl)=100(基地址)+[(i-c1)v2v3v4+(j-c2)v3v4+(k-c3)v4+(l-c4)]\*4

5. 1210+108L (LOC(A[1,3,-2])=1210+[(k-c3)v2v1+(j-c2)v1+(i-c1)]\*L（设每个元素占L个存储单元）

6. 数组占的存储字节数=10\*9\*7\*4=2520；A[5,0,7]的存储地址=100+[4\*9\*7+2\*7+5]\*4=1184

7. 五对角矩阵按行存储，元素在一维数组中下标（从1开始）k与i,j的关系如下:

k=![](data:image/x-wmf;base64,183GmgAAAAAAAKARAAcACQAAAACxSAEACQAAA3QCAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAegERIAAAAmBg8AGgD/////AAAQAAAAwP///7z///9gEQAAvAYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKkgU6AAEAAADvAAgAAAAyCp4GOgABAAAA7gAIAAAAMgoCAzoAAQAAAO8ACAAAADIKIgQ6AAEAAADtAAgAAAAyCqYBOgABAAAA7AAIAAAAMgorBtkLAQAAAD0ACAAAADIKKwZBBwEAAAAtAAgAAAAyCisGVgUBAAAAKwAIAAAAMgorBvICAQAAAC0ACAAAADIK4AN3DQEAAAA8AAgAAAAyCuADfwsBAAAAPAAIAAAAMgrgA0EHAQAAAC0ACAAAADIK4ANWBQEAAAArAAgAAAAyCuAD8gIBAAAALQAIAAAAMgqVAbEJAQAAAD0ACAAAADIKlQFWBQEAAAArAAgAAAAyCpUB8gIBAAAALQAVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAI0EAAAALQEBAAQAAADwAQAACAAAADIKKwZLDwEAAAApAAgAAAAyCisGEQ0BAAAAbgAIAAAAMgorBgcLAQAAAGkACAAAADIKKwYhCQEAAAAoAAgAAAAyCisGYQgBAAAAMgAIAAAAMgorBp8GAQAAAGoACAAAADIKKwaKBAEAAAApAAgAAAAyCisG6AMBAAAAMQAIAAAAMgorBjgCAQAAAGkACAAAADIKKwa6AQEAAAAoAAgAAAAyCisG+gABAAAANAAIAAAAMgrgA+kQAQAAACkACAAAADIK4AOvDgEAAABuAAgAAAAyCuADqwwBAAAAaQAIAAAAMgrgA4MKAQAAADEACAAAADIK4APZCAEAAAAoAAgAAAAyCuADNwgBAAAAMQAIAAAAMgrgA58GAQAAAGoACAAAADIK4AOKBAEAAAApAAgAAAAyCuAD6AMBAAAAMQAIAAAAMgrgAzgCAQAAAGkACAAAADIK4AO6AQEAAAAoAAgAAAAyCuAD+gABAAAANAAIAAAAMgqVAb0MAQAAACkACAAAADIKlQG/CgEAAAAxAAgAAAAyCpUB3wgBAAAAaQAIAAAAMgqVAfkGAQAAACgACAAAADIKlQGfBgEAAABqAAgAAAAyCpUBigQBAAAAKQAIAAAAMgqVAegDAQAAADEACAAAADIKlQE4AgEAAABpAAgAAAAyCpUBugEBAAAAKAAIAAAAMgqVAfoAAQAAADQADwAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QCGBAAAAC0BAAAEAAAA8AEBAAgAAAAyCisG0Q0CAAAAyrEIAAAAMgorBocJAgAAALWxCAAAADIK4ANvDwIAAADKsQgAAAAyCuADPwkCAAAAtbEIAAAAMgqVAUMLAgAAAMqxCAAAADIKlQFfBwIAAAC1sQoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAIYEAAAALQEBAAQAAADwAQAAAwAAAAAA)

A[15,16]是第71个元素，在向量[-10:m]中的存储位置是60 。

8．（1）540 （2）108 （3）i=3,j=10，即A[3,10] 9． k=i(i-1)/2+j

10. 稀疏矩阵A有t个非零元素，加上行数mu、列数nu和非零元素个数tu(也算一个三元组)，共占用三元组表LTMA的3(t+1)个存储单元，用二维数组存储时占用m\*n个单元，只有当3(t+1)<m\*n时，用LTMA表示A才有意义。解不等式得t<m\*n/3-1。

11．参见10。

12. 题中矩阵非零元素用三元组表存储，查找某非零元素时，按常规要从第一个元素开始查找，属于顺序查找，时间复杂度为O(n)。若使查找时间得到改善，可以建立索引，将各行行号及各行第一个非零元素在数组B中的位置（下标）偶对放入一向量C中。若查找非零元素，可先在数组C中用折半查找到该非零元素的行号，并取出该行第一个非零元素在B中的位置，再到B中顺序（或折半）查找该元素，这时时间复杂度为O(logn)。

13．（1）176 （2）76和108 （3）28和116。

14．（1）k = 3(i-1) (主对角线左下角，即i=j+1)

k = 3(i-1)+1 (主对角线上，即i=j)

k = 3(i-1)+2 (主对角线上，即i=j-1)

由以上三式，得 k=2(i-1)+j (1≤i,j≤n; 1≤k≤3n-2)

（2）103\*103-(3\*103-2)

15. 稀疏矩阵A采用二维数组存储时，需要n\*n个存储单元，完成求Σaii(1<=i<=n)时，由于a[i][i]随机存取，速度快。但采用三元组表时，若非零元素个数为t，需3(t+1)个存储单元（第一个分量中存稀疏矩阵A的行数，列数和非零元素个数，以后t个分量存各非零元素的行值、列值、元素值），比二维数组节省存储单元；但在求Σaii(1<=i<=n)时，要扫描整个三元组表，以便找到行列值相等的非零元素求和，其时间性能比采用二维数组时差。

16. 特殊矩阵指值相同的元素或零元素在矩阵中的分布有一定规律，因此可以对非零元素分配单元（对值相同元素只分配一个单元），将非零元素存储在向量中，元素的下标i和j和该元素在向量中的下标有一定规律，可以用简单公式表示，仍具有随机存取功能。而稀疏矩阵是指非零元素和矩阵容量相比很小（t<<m\*n），且分布没有规律。用十字链表作存储结构自然失去了随机存取的功能。即使用三元组表的顺序存储结构，存取下标为i和j的元素时，要扫描三元组表，下标不同的元素，存取时间也不同，最好情况下存取时间为O(1)，最差情况下是O(n)，因此也失去了随机存取的功能。

17．一维数组属于特殊的顺序表，和有序表的差别主要在于有序表中元素按值排序（非递增或非递减），而一维数组中元素没有按元素值排列顺序的要求。

18．n(n+1)/2（压缩存储） 或n2（不采用压缩存储）

19．LOC（A[i,j]）=LOC（A[3，2]）+[（i-3）\*5+（j-2）]×2 （按行存放）

LOC（A[i,j]）=LOC（A[3，2]）+[（j-2）\*6+（i-3）]×2 （按列存放）

20．n阶下三角矩阵元素A[i][j]（1<=i,j<=n,i>=j）。第1列有n个元素，第j列有n-j+1个元素，第1列到第j-1列是等腰梯形，元素数为(n+(n-j+2)(j-1)/2，而aij在第j列上的位置是为i-j+1。所以n阶下三角矩阵A按列存储，其元素aij在一维数组B中的存储位置k与i和j的关系为：

k=(n+(n-(j-1)+1)(j-1)/2+(i-j+1)=(2n-j)(j-1)/2+i

21．三对角矩阵第一行和最后一行各有两个非零元素，其余每行均有三个非零元素，所以共有3n-2个元素。

（1）主对角线左下对角线上的元素下标间有i=j+1关系，k与i和j的关系为k=3(i-1);主对角线上元素下标间有关系i=j，k与i和j的关系为k=3(i-1)+1; 主对角线右上那条对角线上元素下标间有关系i=j-1，k与i和j的关系为k=3(i-1)+2。综合以上三等式，有k=2(i-1)+j (1<=i,j<=n, |i-j|<=1)

（2）i=k/3+1；（1≤k≤3n-2） // k/3取小于k/3的最大整数。下同

j=k-2(i-1)=k-2(k/3)=k%3+k/3

22．这是一个递归调用问题，运行结果为：DBHEAIFJCKGL

23.（1）FOR循环中，每次执行PerfectShuffle(A,N)和CompareExchange(A,N)的结果：

第1次：A[1..8]=[90,30,85,65,50,80,10,100]

A[1..8]=[30,90,65,85,50,80,10,100]

第2次：A[1..8]=[30,50,90,80,65,10,85,100]

A[1..8]=[30,50,80,90,10,65,85,100]

第3次：A[1..8]=[30,10,50,65,80,85,90,100]

A[1..8]=[10,30,50,65,80,85,90,100]

（2）Demo的功能是将数组A中元素按递增顺序排序。

（3）PerfectShuffle 中WHILE循环内是赋值语句，共2N次，WHILE外成组赋值语句，相当2N个简单赋值语句；CompareExchange中WHILE循环内是交换语句，最好情况下不发生交换，最差情况下发生N次交换，相当于3N个赋值语句；Demo中FOR循环循环次数log22N，故按赋值语句次数计算Demo的时间复杂度为：最好情况：O(4N\*log22N)≈O(Nlog(2\*N))；最差情况：O((4N+3N)\*log22N)≈O(Nlog(2\*N))。

24. 这是一个排序程序。运行后B数组存放A数组各数在排序后的位置。结果是：

A={121,22,323,212,636,939,828,424,55,262}

B={3,1,6,4,8,10,9,7,2,5}

C={22,55,121,212,262,323,424,639,828,939}

25.（1）c=![](data:image/x-wmf;base64,183GmgAAAAAAAKAGAAcBCQAAAACwXwEACQAAA1EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAegBhIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9gBgAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAACzBQqqUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKDAbCBQEAAAD6eQgAAAAyCpwEwgUBAAAA+nkIAAAAMgosA8IFAQAAAPp5CAAAADIKiAbCBQEAAAD7eQgAAAAyCrwBwgUBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBRqPR3Wqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCiAG/AQBAAAAMnkIAAAAMgogBuACAQAAADN5CAAAADIKIAbQAAEAAAAzeQgAAAAyCuAD9gQBAAAAMXkIAAAAMgrgA9oCAQAAADF5CAAAADIK4APKAAEAAAAxeQgAAAAyCqAB9gQBAAAAMXkIAAAAMgqgAeACAQAAADN5CAAAADIKoAHQAAEAAAAzeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAAAAAAAAQAAAAAAMAAEAAAALQEAAAQAAADwAQEAAwAAAAAA) （2）a=![](data:image/x-wmf;base64,183GmgAAAAAAAIAGAAcBCQAAAACQXwEACQAAA1EBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAeABhIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9ABgAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAABtBwrUUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKDAaqBQEAAAD6eQgAAAAyCpwEqgUBAAAA+nkIAAAAMgosA6oFAQAAAPp5CAAAADIKiAaqBQEAAAD7eQgAAAAyCrwBqgUBAAAA+XkIAAAAMgoMBkAAAQAAAOp5CAAAADIKnARAAAEAAADqeQgAAAAyCiwDQAABAAAA6nkIAAAAMgqIBkAAAQAAAOt5CAAAADIKvAFAAAEAAADpeRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBRqPR3Wqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCiAG8AQBAAAAM3kIAAAAMgogBuACAQAAADN5CAAAADIKIAbQAAEAAAAzeQgAAAAyCuAD8AQBAAAAM3kIAAAAMgrgA9oCAQAAADF5CAAAADIK4APKAAEAAAAxeQgAAAAyCqAB6gQBAAAAMXkIAAAAMgqgAeACAQAAADN5CAAAADIKoAHQAAEAAAAzeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAAAAAAAAQAAAAAAMAAEAAAALQEAAAQAAADwAQEAAwAAAAAA)

26.（1）同上面26题（1）

（2）对c数组的赋值同所选择的下标i和j的次序（指外层循环用j内层用i）没有关系

（3）同上题26（2）

（4）对i,j下标取反序后，重复执行第（3）步，A数组所有元素均变为2。（在机器上验证，反复循环3次后，所有元素均变为2）

27．错误有以下几处：

（1）过程参数没有类型说明； （2）出错条件判断：缺少OR（i+k>last+1）；

（3）删除元素时FOR循环应正向，不应用反向**DOWNTO**； （4）count没定义；

低效体现在两处：

（1）删除k个元素时，不必一个一个元素前移，而应一次前移k个位置；

（2）last指针不应一次减1，而应最后一次减k。

正确的高效算法如下：

const m=64；

**TYPE** ARR=ARRAY[1..m] OF integer；

**PROCEDURE** delk（**VAR** A:ARR；**VAR** last:integer;i,k：integer）；

{从数组A[1..last]中删除第i个元素起的k个元素，m为A的上限}

**VAR** count：integer；

**BEGIN**

IF（i<0）**OR**（i>last）**OR**（k<0）OR（last>m）**OR**（i+k>last+1）

**THEN** write（’error’）

**ELSE**[**FOR** count：= i+k **TO** last **DO** A[count-k]：=A[count]；

last：=last-k；]

**END**；

28. 这是计数排序程序。

（a）c[i](1<=i<=n)中存放A数组中值为i的元素个数。

（b）c[i](1<=i<=n)中存放A数组中小于等于i的个数。

（c）B中存放排序结果，B[1..n]已经有序。

（d）算法中有4个并列for循环语句，算法的时间复杂度为O(n)。

29．上三角矩阵第一行有n个元素，第i-1行有n-（i-1）+1个元素，第一行到第i-1行是等腰梯形，而第i行上第j个元素（即aij）是第i行上第j-i+1个元素，故元素Aij在一维数组中的存储位置（下标k）为：

k=(n+(n-(i-1)+1))(i-1)/2+(j-i+1)=(2n-i+2)(i-1)/2+j-i+1

30．将上面29题的等式进一步整理为：

k=（n+1/2）i-i2/2+j-n，

则得f1（i）=（n+1/2）i-i2/2，f2（j）=j，c=-n。

31.（1）将对称矩阵对角线及以下元素按行序存入一维数组中，结果如下：

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOUAAAAwCAIAAABhWCrdAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA0NJREFUeF7tnNF2xCAIRJv+/z9v00MPa13XwJgq2NmnfRDB4WqIMTkej8cHf1QgiQKfSeJkmFTgWwHySg4yKUBeM2WLsZJXMpBJgWPy/dZxHJnkYawxFFBKF/CKzZAT9GmGsK8zuZgtYDXHRHAFfMFWrxOk9M56IMYCwihsCpBXm05sFUMB8hojD4zCpgB5tenEVjEUIK8x8sAobAqQV5tObBVDAfIaIw+MwqZALF7PnTb52YL/aUWr5p7lZhrKcALxKtvC8rMjS6tbYA2uvI4xEK+u9SBRY+yxHDxA7FkU7G6yYSBen8+I0Uevk7VzuZOiZTK7rghTNA7Eq+i1a1K9dQ5Gz67qBa0Htpcbo9BuJaW/VP/2ewB7/8tbBlpfd4V1MjeykJ9gbVl7zK6oOlBWea3kthg2M/TOUN29WsG+3tUzHV+dKqhv1Z/eYrtQw05pd6lGtYqXIw3Ea/9aA6++gCFgosFjtoDVHJORmwogwiYDZT+B6oHltREDiK8AeY2fI0b4VIC8koZMCpDXTNlirOSVDGRSgLxmyhZjXbCfRdGpgFeBZd8f8AbK9lSgVID1AHnIpAB5zZQtxkpeyUAmBchrpmwxVhOv1cmp5gG5yafmmLn/qcBzP+sSuOp9lWb7Lc9c/k8yYo767f5r8zBYySjRjJnRvaPy8Spa3HWusaks0Ln3/K+OQv4AE88VZP8cegcvYFwzfQkJmIaVgPZ+erw2Q9GD639RDzRPxfcXjF+Hz80voGJWJeh2yl1w62DVymU+aOVajGANqyy7+undb3Ve6RQf5atC+n/kemSHYMQLtqZOuLY0B+XSxNV4UEPYfCTI6/2B8msrOhXEpS6xl/dq8NguDUe+WnCG7Vq9LoN510AceVXCrFxrpF5C1dcITLA+dsNrXi2rUcm03feNLTHsvN8EGPHi9SWyA1aAquXV0j6pJOnAPAQiVBMTr9q6nHxV8hYii2EEqKYZKq8tQD/bmJQ14ZxB+Xh9vRuYE2XHCwarfRWpXJclu3HssC9j/wubzR/a0H6WhntX0QN0WElmjwTwVU5XS5lUtXeZlEu4fVDiEZjDmBp3Wdn7mX1ee+FiQNcbKADWAxuMnEPIqMAX4d5qaTi40EkAAAAASUVORK5CYII=)

（2）因行列表头的“行列域”值用了0和0，下面十字链表中行和列下标均从1开始。

![](data:image/png;base64,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)

注：上侧列表头Hi和左侧行表头Hi是一个（即H1、H2、H3和H4），为了清楚，画成了两个。

32.（1）k=(2n-j+2)(j-1)/2+i-j+1 （当i≥j时，本题n=4）

k=(2n-i+2)(i-1)/2+j-i+1 （当i<j时，本题n=4）

（2）稀疏矩阵的三元组表为：s=((4,4,6),(1,1,1),(1,4,2),(2,2,3),(3,4,5),(4,1,2),(4,3,5)。其中第一个三元组是稀疏矩阵行数、列数和非零元素个数。其它三元组均为非零元素行值、列值和元素值。

33.（1）k=2（i-1）+j （1≤i，j≤n，|i-j|≤1）

i=floor（k/3）+1 // floor（a）是取小于等于a的最大整数

j=k-2（i-1）

推导过程见上面第25题。

（2）行逻辑链接顺序表是稀梳矩阵压缩存储的一种形式。为了随机存取任意一行的非零元，需要知道每一行第一个非零元在三元组表中的位置。为此，除非零元的三元组表外，还需要一个向量，其元素值是每行第一个非零元在三元组表中的位置。其类型定义如下：

**typedef struct**

{ **int** mu,nu,tu; //稀梳矩阵的行数、列数和非零元素个数

**int** rpos[maxrow+1]; //行向量，其元素值是每行第一个非零元在三元组表中的位置。

Triple data[maxsize];

}SparsMatrix;

因篇幅所限，不再画出行逻辑链接顺序表。

34．各维的元素数为di-ci+1，则a[i1，i2，i3]的地址为：

a0+[（i1-c1）（d3- c3+1）（d2- c2+1）+（i2-c2）（d2- c2+1）+（i3-c3）]\*L

35．主对角线上元素的坐标是i=j，副对角线上元素的坐标i和j有i+j=n+1的关系

（1）i=j或i=n+1-j （1≤i，j≤n）

（2）非零元素分布在两条主、副对角线上，除对角线相交处一个元素（下称“中心元素”）外，其余每行都有两个元素。主对角线上的元素，在向量B中存储的下标是k=2i-1(i=j, 1≤i，j≤n，1<=k<=2n-1)。

副对角线上的元素，在中心元素前，在向量B中存储的下标是k=2i(i<>j, 1≤i，j≤n/2)；在中心元素后，其下标是k=2(i-1)(i<>j，n/2+1≤i，j≤n, 1<=k<=2n-1)。

（3）aij在B中的位置K=![](data:image/x-wmf;base64,183GmgAAAAAAAIAaAAcACQAAAACRQwEACQAAA5MCAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAeAGhIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9AGgAApgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAkAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAADoBQoXUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKkgU6AAEAAADveQgAAAAyCogGOgABAAAA7nkIAAAAMgoCAzoAAQAAAO95CAAAADIKIgQ6AAEAAADteQgAAAAyCrwBOgABAAAA7HkIAAAAMgogBuoWAgAAADw9CAAAADIKIAbqEwEAAAA8PQgAAAAyCiAG8hEBAAAAKz0IAAAAMgogBpQMAgAAADw+CAAAADIKIAYQAwEAAAArPggAAAAyCuAD4BQCAAAAPD0IAAAAMgrgAw4RAgAAADw9CAAAADIK4AOaDAIAAAA8PggAAAAyCuADUAgBAAAAKz4IAAAAMgrgAxADAQAAACs+CAAAADIKoAH6EgIAAAA8PQgAAAAyCqABKA8CAAAAPD0IAAAAMgqgAXoLAQAAAD09CAAAADIKoAEQAwEAAAArPRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBRqPR3Wqj0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCiAG9BgCAAAAbikIAAAAMgogBjYWAQAAAGopCAAAADIKIAYWFQIAAABpLAgAAAAyCiAG7hIBAAAAMSwJAAAAMgogBr4PAwAAAG4vMmUIAAAAMgogBsIOAgAAAGosCAAAADIKIAZKCwIAAAAoaQoAAAAyCiAGdgkFAAAAICAgICAACAAAADIKIAbmCAEAAAAxIAgAAAAyCiAGSggBAAAALSAIAAAAMgogBsQGAgAAADEpCAAAADIKIAYoBgEAAAAtKQkAAAAyCiAGNgQDAAAAMihpIAgAAAAyCiAG+gACAAAAQTAJAAAAMgrgA+oWBAAAAG4vMikIAAAAMgrgAywUAQAAAGovCAAAADIK4AMMEwIAAABpLAgAAAAyCuADEhABAAAAMSwIAAAAMgrgA4IPAgAAACAgCAAAADIK4APIDgIAAABqLAgAAAAyCuADUAsCAAAAKGkJAAAAMgrgA9wJBAAAACAgICAIAAAAMgrgA0wJAQAAADEgCAAAADIK4APEBgIAAAAxKQgAAAAyCuADKAYBAAAALSkJAAAAMgrgAzYEAwAAADIoaSAIAAAAMgrgA/oAAgAAAEEwCAAAADIKoAEEFQIAAABuKQgAAAAyCqABRhIBAAAAaikIAAAAMgqgASYRAgAAAGksCAAAADIKoAHMDQIAAAAsMQgAAAAyCqABHg0CAAAAICAIAAAAMgqgAdYMAQAAAGogCAAAADIKoAEqCgIAAAAoaQoAAAAyCqAB9gcGAAAAICAgICAgCAAAADIKoAHEBgIAAAAxKQgAAAAyCqABKAYBAAAALSkJAAAAMgqgATYEAwAAADIoaSAIAAAAMgqgAfoAAgAAAEEwCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AAAAACgAAAAQAAAAAAAAAAAABAAAAAAAwAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

36. 由于对称矩阵采用压缩存储，上三角矩阵第一列一个元素，第二列两个元素，第j列j个元素。上三角矩阵共有n (n+1)/2个元素。我们将这些元素存储到一个向量B[n(n+1)/2+1]中。可以看到B[k]和矩阵中的元素aij之间存在着一一对应关系：

![](data:image/x-wmf;base64,183GmgAAAAAAAIARwAcACQAAAABRSAEACQAAAykCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAeAERIAAAAmBg8AGgD/////AAAQAAAAwP///6L///9AEQAAYgcAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAEIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAI2AmQDBQAAABMCNgIGCAUAAAAUArYF9wMFAAAAEwK2BeUHHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHdAAAAAywcKd1Go9HdaqPR3AQAAAAAAMAAEAAAALQEBAAgAAAAyCvIFngIBAAAA73kIAAAAMgpEB54CAQAAAO55CAAAADIKMAOeAgEAAADveQgAAAAyCoIEngIBAAAA7XkIAAAAMgrAAZ4CAQAAAOx5CAAAADIKFgaiDgEAAAA+eQgAAAAyChYGPwgBAAAAK3kIAAAAMgokBbsFAQAAAC15CAAAADIKlgJjDgIAAAA8PQgAAAAyCpYCYAgBAAAAKz0IAAAAMgqkAdwFAQAAAC09CAAAADIKQARmAQEAAAA9PRwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgBRqPR3Wqj0dwEAAAAAADAABAAAAC0BAgAEAAAA8AEBAAgAAAAyChYGIhABAAAAaj0IAAAAMgoWBsoNAQAAAGk9CAAAADIKFgatCQEAAABqPQgAAAAyCiQF+wQBAAAAaT0IAAAAMgokBQUEAQAAAGk9CAAAADIKlgK1EAEAAABqPQgAAAAyCpYCkQ0BAAAAaT0IAAAAMgqWAnoJAQAAAGk9CAAAADIKpAEWBQEAAABqPQgAAAAyCqQBxgMBAAAAaj0IAAAAMgpABDoAAQAAAGs9HAAAAPsCgP4AAAAAAACQAQAAAIYEAgAAy87M5QB99HdAAAAAywcKeFGo9HdaqPR3AQAAAAAAMAAEAAAALQEBAAQAAADwAQIACAAAADIKFgZKDAIAAAC1sQgAAAAyCpYCEQwCAAAAtbEcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQIABAAAAPABAQAIAAAAMgpCB5QFAQAAADKxCAAAADIKJAVTBwEAAAApsQgAAAAyCiQFsQYBAAAAMbEIAAAAMgokBX0EAQAAACixCAAAADIKwgNbBQEAAAAysQgAAAAyCqQBdAcBAAAAKbEIAAAAMgqkAdIGAQAAADGxCAAAADIKpAFEBAEAAAAosQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQIAAwAAAAAA)
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int MAX(int x,int y)

{ **return**(x>y?x:y);

}

int MIN(int x,int y)

{ **return**(x<y?x:y);

}

37. 设用mu,nu和tu表示稀疏矩阵行数，列数和非零元素个数，则转置矩阵的行数，列数和非零元素的个数分别是nu,mu和tu。转置可按转置矩阵的三元组表中的元素顺序进行，即按稀疏矩阵的列序，从第1列到第nu列，每列中按行值递增顺序，找出非零元素，逐个放入转置矩阵的三元组表中，转时行列值互换，元素值复制。按这种方法，第1列到第1个非零元素一定是转置后矩阵的三元组表中的第1个元素，第1列非零元素在第2列非零元素的前面。这种方法时间复杂度是O(n\*P)，其中p是非零元素个数，当p和m\*n同量级时，时间复杂度为O(n3)。

另一种转置方法称作快速转置，使时间复杂度降为O(m\*n)。它是按稀疏矩阵三元组表中元素的顺序进行。按顺序取出一个元素，放到转置矩阵三元组表的相应位置。这就要求出每列非零元素个数和每列第一个非零元素在转置矩阵三元组表中的位置，设置了两个附加向量。

38. 广义表中的元素，可以是原子，也可以是子表，即广义表是原子或子表的有限序列，满足线性结构的特性：在非空线性结构中，只有一个称为“第一个”的元素，只有一个成为“最后一个”的元素，第一元素有后继而没有前驱，最后一个元素有前驱而没有后继，其余每个元素有唯一前驱和唯一后继。从这个意义上说，广义表属于线性结构。

39. 数组是具有相同性质的数据元素的集合，同时每个元素又有唯一下标限定，可以说数组是值和下标偶对的有限集合。n维数组中的每个元素，处于n个关系之中，每个关系都是线性的，且n维数组可以看作其元素是n-1维数组的一个线性表。而广义表与线性表的关系，见上面38题的解释。

40．线性表中的元素可以是各种各样的，但必须具有相同性质，属于同一数据对象。广义表中的元素可以是原子，也可以是子表。其它请参见38

41.（1）（c,d） （2）（b） （3）b （4）（f） （5）（）

42. Head（Tail（Head（Head（L1））））

Head（Head（Head（Tail（Head（Tail（L2））））））

类似本题的另外叙述的几个题解答如下：

（1）head（head（tail（tail（L）））），设L=（a，（c），b），（（（e））））
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（3）head（tail（head（tail（A））））

（4）H（H（T（H（T（H（T（L）））））））

（5）tail（L）=（（（c,d）），（e,f））

head（tail（L））=（（c,d））

head（head（tail（L）））=（c,d）

tail（head（head（tail（L））））=（d）

head（tail（head（head（tail（L）））））=d

（6）head（tail（head（head（tail（tail（A））））））

43. 广义表的第一种存储结构的理论基础是，非空广义表可唯一分解成表头和表尾两部分，而由表头和表尾可唯一构成一个广义表。这种存储结构中，原子和表采用不同的结点结构（“异构”，即结点域个数不同）。
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原子结点两个域：标志域tag=0表示原子结点，域DATA表示原子的值；子表结点三个域：tag=1表示子表，hp和tp分别是指向表头和表尾的指针。在画存储结构时，对非空广义表不断进行表头和表尾的分解，表头可以是原子，也可以是子表，而表尾一定是表（包括空表）。上面是本题的第一种存储结构图。

广义表的第二种存储结构的理论基础是，非空广义表最高层元素间具有逻辑关系：第一个元素无前驱有后继，最后一个元素无后继有前驱，其余元素有唯一前驱和唯一后继。有人将这种结构看作扩充线性结构。这种存储结构中，原子和表均采用三个域的结点结构（“同构”）。结点中都有一个指针域指向后继结点。原子结点中还包括标志域tag=0和原子值域DATA；子表结点还包括标志域tag=1和指向子表的指针hp。在画存储结构时，从左往右一个元素一个元素的画，直至最后一个元素。下面是本题的第二种存储结构图。
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由于存储结构图占篇幅较大，下面这类题均不再解答。

44.深度为5，长度为2

45.（1）略

（2）表的长度为5，深度为4

（3）head（tail（head（head（head（tail（tail（tail（tail（A）））））））））

46.共享结构广义表A=（（（b,c），d），（a），（（a），（（b,c），d）），e，（））的存储表示：
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47.（1）算法A的功能是逆置广义表p（即广义表由p指针所指）。逆置后的广义表由t指向。

（2）逆置后的广义表由t指向，这时p=nil。
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48.（a,b） 49.（d）

50.否。广义表的长度不是广义表中原子个数，而是指广义表中所含元素的个数，广义表中的元素可以是原子，也可以是子表。广义表元素多于1个时，元素间用逗号分开。

51. p（x1 x2 x3）=2 x15 x22 x34+5 x15 x23 x33+3 x1 x24 x32+（x15 x23+ x2）x3+6

![](data:image/png;base64,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)

52.（1）H(A(a1,a2）,B(b1）,C(c1，c2）,x）

HEAD(TAIL(HEAD(H）））=a2

（2）略

五.算法设计题

1.[题目分析]本题是在向量D内插入元素问题。首先要查找插入位置，数据x插入到第i个数据组的末尾，即是第i+1个数据组的开始，而第i（1≤i≤n）个数据组的首地址由数组s（即数组元素s[i]）给出。其次，数据x插入后，还要维护数组s，以保持空间区D和数组s的正确的相互关系。

**void** Insert（**int** s[]，datatype D[]，x，**int** i,m）

//在m个元素的D数据区的第i个数据组末尾，插入新数据x，第i个数据组的首址由数组s给出。

｛**if**（i<１|| i>n）｛printf（“参数错误”）；exit（０）；｝

**if**（i==n） D[m]=x； // 在第n个数据组末尾插入元素。

**else**｛**for**（j=m-1;j>=s[i+1];j--）D[j+1]=D[j]; // 第i＋１个数据组及以后元素后移

D[s[i+1]]=x; // 将新数据x插入

**for**(j=i+1;j<=n;j++) s[j]++; // 维护空间区D和数组s的的关系。

} //结束元素插入

m++; //空间区D的数据元素个数增1。

}// 算法Insert结束

[算法讨论] 数据在空间区从下标0开始，最后一个元素的下标是m-1。设空间区容量足够大，未考虑空间溢出问题。数组s随机存数，而向量D数据插入，引起数组元素移动，时间复杂度是O（n）。

2. [题目分析]设稀疏矩阵的非零元素的三元组以行序为主存储在三元组表中。矩阵的相加是对应元素的相加。对两非零元素相加，若行号不等，则行号大者是结果矩阵中的非零元素。若行号相同，则列号大者是结果中一非零元素；若行号列号相同，若对应元素值之和为零，不予存储，否则，作为新三元组存到三元组表中。题目中要求时间复杂度为O（m+n）。因此需从两个三元组表的最后一个元素开始相加。第一个非零元素放在A矩阵三元组表的第m+n位置上。结果的三元组至多是m+n个非零元素。最后若发生对应元素相加和为零的情况，对三元组表中元素要进行整理，以便使第一个三元组存放在下标1的位置上。

**CONST** maxnum=大于非零元素数的某个常量

**TYPE** tuple=**RECORD**

i,j：integer； v：elemtp；

**END**；

sparmattp=**RECORD**

mu，nu，tu：integer；

data: ARRAY[1..maxnum] OF tuple；

**END**；

**PROC** AddMatrix（**VAR** A：sparmattp；B：sparmattp）；

// 稀疏矩阵A和B各有m和n个非零元素，以三元组表存储。A的空间足够大，本算法实现两个稀疏矩阵相加，结果放到A中。

L:=m；p:=n；k:=m+n；// L,p为A，B三元组表指针，k为结果三元组表指针（下标）。

A.tu:=m+n；// 暂存结果矩阵非零元素个数

**WHILE**（L≥1）AND（p≥1）**DO**

[**CASE** // 行号不等时，行号大者的三元组为结果三元组表中一项。

A.data[L].i>B.data[p].i：A.data[k]:=A.data[L]；L:=L-1；// A中当前项为结果项

A.data[L].i<B.data[p].i：A.data[k]:=B.data[p]；p:=p-1；//B中当前项为结果当前项

A.data[L].i=B.data[p].i：

**CASE** //行号相等时，比较列号

A.data[L].j>B.data[p].j：A.data[k]:=A.data[L]；L:=L-1；

A.data[L].j<B.data[p].j：A.data[k]:=B.data[p]；p:=p-1；

A.data[L].j=B.data[p].j：**IF** A.data[L].v+B.data[p].v≠0 **THEN**

[A.data[L].v=A.data[L].v+ B.data[p].v；

A.data[k]:= A.data[L]；]

L:=L-1；p:=p-1；

**ENDC**； //结束行号相等时的处理

**ENDC**； //结束行号比较处理。

k:=k-1； //结果三元组表的指针前移（减1）

]//结束**WHILE**循环。

**WHILE** p>0 **DO**[A.data[k]:=B.data[p]；k:=k-1；p:=p-1；] //处理B的剩余部分。

**WHILE** L>1 **DO**[A.data[k]:=A.data[L]；k:=k-1；L:=L-1；] //处理A的剩余部分。

**IF** k>1 **THEN** //稀疏矩阵相应元素相加时，有和为零的元素，因而元素总数<m+n。

[**FOR** p:=k **TO** m+n **DO** A[p-k+1]:=A[p]；// 三元组前移，使第一个三元组的下标为1。

A.tu=m+n-k+1；] // 修改结果三元组表中非零元素个数。

**ENDP**； // 结束addmatrix

[算法讨论]算法中三元组的赋值是“成组赋值”，可用行值、列值和元素值的三个赋值句代替。A和B的三元组表的当前元素的指针L和p，在每种情况处理后均有修改，而结果三元组表的指针k在CASE语句后统一处理（k:=k-1）。算法在B的第一个元素“大于”A的最后一个元素时，时间复杂度最佳为O（n），最差情况是每个元素都移动（赋值）了一次，且出现了和为零的元素，致使最后（m+n-k+1）个元素向前平移一次，时间复杂度最差为O（m+n）。

3.[题目分析]从n个数中，取出所有k个数的所有组合。设数已存于数组A[1..n]中。为使结果唯一，可以分别求出包括A[n]和不包括A[n]的所有组合。即包括A[n]时，求出从A[1..n-1]中取出k-1个元素的所有组合，不包括A[n]时，求出从A[1..n-1]中取出k个元素的所有组合。

**CONST** n=10；k=3；

**TYPE** ARR=ARRAY[1..n] **OF** integer；

**VAR** A，B：ARR；// A中存放n个自然数，B中存放输出结果。

**PROC** outresult；//输出结果

**FOR** j：=1 **TO** k **DO** write（B[j]）；writeln；

**ENDP**；

**PROC** nkcombination（i,j,k：integer）；

//从i个数中连续取出k个数的所有组合，i个数已存入数组A中，j为结果数组B中的下标。

**IF** k=0 **THEN** outresult

**ELSE** **IF**（i-k≥0）**THEN** [ B[j]:=A[i]；j:=j+1；

nkcombination（i-1，k-1，j）；

nkcombination（i-1，k，j-1）；]

**ENDP**；

[算法讨论]本算法调用时，i是数的个数（题目中的n），k≤i，j是结果数组的下标。按题中例子，用nkcombination（5，1，3）调用。若想按正序输出，如123，124，…，可将条件表达式i-k≥0改为i+k-1≤n，其中n是数的个数，i初始调用时为1，两个调用语句中的i-1均改为i+1。

4. [题目分析]题目中要求矩阵两行元素的平均值按递增顺序排序，由于每行元素个数相等，按平均值排列与按每行元素之和排列是一个意思。所以应先求出各行元素之和，放入一维数组中，然后选择一种排序方法，对该数组进行排序，注意在排序时若有元素移动，则与之相应的行中各元素也必须做相应变动。

**void** Translation（float \*matrix，**int** n）

//本算法对n×n的矩阵matrix，通过行变换，使其各行元素的平均值按递增排列。

{**int** i,j,k,l；

float sum，min； //sum暂存各行元素之和

float \*p, \*pi, \*pk;

**for**(i=0; i<n; i++)

{sum=0.0; pk=matrix+i\*n; //pk指向矩阵各行第1个元素.

**for** (j=0; j<n; j++){sum+=\*(pk); pk++;} //求一行元素之和.

\*(p+i)=sum; //将一行元素之和存入一维数组.

}//for i

**for**(i=0; i<n-1; i++) //用选择法对数组p进行排序

{min=\*(p+i); k=i; //初始设第i行元素之和最小.

**for**(j=i+1;j<n;j++) **if**(p[j]<min) {k=j; min=p[j];} //记新的最小值及行号.

**if**(i!=k) //若最小行不是当前行,要进行交换(行元素及行元素之和)

{pk=matrix+n\*k; //pk指向第k行第1个元素.

pi=matrix+n\*i; //pi指向第i行第1个元素.

**for**(j=0;j<n;j++) //交换两行中对应元素.

{sum=\*(pk+j); \*(pk+j)=\*(pi+j); \*(pi+j)=sum;}

sum=p[i]; p[i]=p[k]; p[k]=sum; //交换一维数组中元素之和.

}//if

}//for i

free(p); //释放p数组.

}// Translation

[算法分析] 算法中使用选择法排序,比较次数较多,但数据交换(移动)较少.若用其它排序方法,虽可减少比较次数,但数据移动会增多.算法时间复杂度为O(n2).

5. [题目分析] 因为数组中存放的是从1到N的自然数，原程序运行后,数组元素A[i](1<=i<=N)中存放的是A[1]到A[i-1]中比原A[i]小的数据元素的个数。易见A[N]+1就是原A[N]的值(假定是j,1<=j<=N)。设一元素值为1的辅助数组flag，采用累加，确定一个值后，flag中相应元素置零。下面程序段将A还原成原来的A:

**VAR** flag:ARRAY[1..N] OF integer;

**FOR** i:=1 **TO** N **DO** flag[i]:=1; //赋初值

**FOR** i:=N **DOWNTO** 1 **DO**

**BEGIN** sum:=0; j:=1; found:=false;

**WHILE** j<=N AND NOT found **DO**

**BEGIN** sum:=sum+flag[j];

**IF** sum=A[i]+1 **THEN** **BEGIN** flag[j]:=0; found:=true; **END**;

**END**;

A[i]:=j;

**END**;

6.[题目分析] 寻找马鞍点最直接的方法,是在一行中找出一个最小值元素,然后检查该元素是否是元素所在列的最大元素,如是,则输出一个马鞍点,时间复杂度是O(m\*(m+n)).本算法使用两个辅助数组max和min,存放每列中最大值元素的行号和每行中最小值元素的列号,时间复杂度为O（m\*n+m），但比较次数比前种算法会增加，也多使用向量空间。

**int** m=10, n=10;

**void** Saddle(**int** A[m][n])

//A是m\*n的矩阵,本算法求矩阵A中的马鞍点.

{**int** max[n]={0}, //max数组存放各列最大值元素的行号,初始化为行号0;

min[m]={0}, //min数组存放各行最小值元素的列号,初始化为列号0;

i, j;

**for**(i=0;i<m;i++) //选各行最小值元素和各列最大值元素.

**for**(j=0;j<n;j++)

{**if**(A[max[j]][j]<A[i][j]) max[j]=i; //修改第j列最大元素的行号

**if**(A[i][min[i]]>A[i][j]) min[i]=j; //修改第i行最小元素的列号.

}

**for** (i=0;i<m;i++)

{j=min[i]; //第i行最小元素的列号

**if**(i==max[j])printf(“A[%d][%d]是马鞍点，元素值是%d”,i,j,A[i][j]); //是马鞍点

}

}// Saddle

[算法讨论] 以上算法假定每行（列）最多只有一个可能的马鞍点，若有多个马鞍点,因为一行(或一列)中可能的马鞍点数值是相同的，则可用二维数组min2，第一维是行向量，是各行行号，第二维是列向量，存放一行中最大值的列号。对最大值也同样处理，使用另一二维数组max2，第一维是列向量，是各列列号，第二维存该列最大值元素的行号。最后用类似上面方法，找出每行(i)最小值元素的每个列号（j），再到max2数组中找该列是否有最大值元素的行号（i），若有，则是马鞍点。

7．[题目分析]我们用l代表最长平台的长度，用k指示最长平台在数组b中的起始位置（下标）。用j记住局部平台的起始位置，用i指示扫描b数组的下标，i从0开始，依次和后续元素比较，若局部平台长度（i-j）大于l时，则修改最长平台的长度k（l=i-j）和其在b中的起始位置（k=j），直到b数组结束，l即为所求。

**void** Platform (**int** b[ ], **int** N)

//求具有N个元素的整型数组b中最长平台的长度。

{l=1;k=0;j=0;i=0;

**while**(i<n-1)

{**while**(i<n-1 && b[i]==b[i+1]) i++;

**if**(i-j+1>l) {l=i-j+1;k=j;} //局部最长平台

i++; j=i; } //新平台起点

printf(“最长平台长度%d，在b数组中起始下标为%d”，l，k)；

}// Platform

8．[题目分析]矩阵中元素按行和按列都已排序，要求查找时间复杂度为O（m+n），因此不能采用常规的二层循环的查找。可以先从右上角（i=a,j=d）元素与x比较，只有三种情况：一是A[i,j]>x， 这情况下向j 小的方向继续查找；二是A[i,j]<x，下步应向i大的方向查找；三是A[i,j]=x，查找成功。否则，若下标已超出范围，则查找失败。

void search(datatype A[ ][ ], **int** a,b,c,d, datatype x)

//n\*m矩阵A,行下标从a到b,列下标从c到d,本算法查找x是否在矩阵A中.

{i=a; j=d; flag=0; //flag是成功查到x的标志

**while**(i<=b && j>=c)

**if**(A[i][j]==x) {flag=1;break;}

**else** **if** (A[i][j]>x) j--; **else** i++;

**if**(flag) printf(“A[%d][%d]=%d”,i,j,x); //假定x为整型.

**else** printf(“矩阵A中无%d 元素”，x)；

}算法search结束。

[算法讨论]算法中查找x的路线从右上角开始，向下（当x>A[i,j]）或向左（当x<A[i,j]）。向下最多是m，向左最多是n。最佳情况是在右上角比较一次成功，最差是在左下角（A[b,c]），比较m+n次，故算法最差时间复杂度是O(m+n）。

9．[题目分析]本题的一种算法前面已讨论（请参见本章三、填空题38）。这里给出另一中解法。分析数的填法，是按“从右上到左下”的”蛇形”，沿平行于副对角线的各条对角线上，将自然数从小到大填写。当从右上到左下时，坐标i增加，坐标j减小，当j减到小于0时结束，然后j从0开始增加，而i从当前值开始减少，到i<0时结束。然后继续如此循环。当过副对角线后，在i>n-1时，j=j+2，开始从左下向右上填数；而当j>n-1时i=i+2，开始从右上向左下的填数，直到n\*n个数填完为止。

**void** Snake\_Number(**int** A[n][n],**int** n)

//将自然数1..n\*n,按”蛇形”填入n阶方阵A中.

{i=0; j=0; k=1; //i,j是矩阵元素的下标,k是要填入的自然数.

**while**(i<n && j<n)

{**while**(i<n && j>-1) //从右上向左下填数,

{A[i][j]=k++; i++ ;j--;}

**if**((j<0)&&(i<n)) j=0; //副对角线及以上部分的新i,j坐标.

**else** {j=j+2; i=n-1;} // 副对角线以下的新的i,j坐标.

**while**(i>-1 && j<n) //从左下向右上

{A[i][j]=k++; i--; j++;}

**if**(i<0 && j<n) i=0;

**else**{i=i+2; j=n-1;}

}//最外层**while**

}//Snake\_Number

10.[题目分析]判断二维数组中元素是否互不相同，只有逐个比较,找到一对相等的元素，就可结论为不是互不相同。如何达到每个元素同其它元素比较一次且只一次？在当前行，每个元素要同本行后面的元素比较一次（下面第一个循环控制变量p的for循环），然后同第i+1行及以后各行元素比较一次，这就是循环控制变量k和p的二层for循环。

**int** JudgEqual(ing a[m][n],**int** m,n)

//判断二维数组中所有元素是否互不相同，如是，返回1；否则，返回0。

{**for**(i=0;i<m;i++)

**for**(j=0;j<n-1;j++)

{ **for**(p=j+1;p<n;p++) //和同行其它元素比较

**if**(a[i][j]==a[i][p]) {printf(“no”); **return**(0); }

//只要有一个相同的，就结论不是互不相同

**for**(k=i+1;k<m;k++) //和第i+1行及以后元素比较

**for**(p=0;p<n;p++)

**if**(a[i][j]==a[k][p]) {printf(“no”); **return**(0); }

}// for(j=0;j<n-1;j++)

printf(yes”); **return**(1); //元素互不相同

}//算法JudgEqual结束

（2）二维数组中的每一个元素同其它元素都比较一次，数组中共m\*n个元素，第1个元素同其它m\*n-1个元素比较，第2个元素同其它m\*n-2 个元素比较，……，第m\*n-1个元素同最后一个元素(m\*n)比较一次,所以在元素互不相等时总的比较次数为 (m\*n-1)+(m\*n-2)+…+2+1=（m\*n）(m\*n-1)/2。在有相同元素时,可能第一次比较就相同,也可能最后一次比较时相同,设在(m\*n-1)个位置上均可能相同,这时的平均比较次数约为（m\*n）(m\*n-1)/4，总的时间复杂度是O(n4)。

11．二项式(a+b）n展开式的系数的递归定义为：

C(n,k)=![](data:image/x-wmf;base64,183GmgAAAAAAAIAYwAQACQAAAABRQgEACQAAA2ECAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwASAGBIAAAAmBg8AGgD/////AAAQAAAAwP///6z///9AGAAAbAQAAAsAAAAmBg8ADABNYXRoVHlwZQAAAAEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAd0AAAAAkBgrPUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKTgQ6AAEAAADueQgAAAAyCgIDOgABAAAA7XkIAAAAMgq2AToAAQAAAOx5CAAAADIK8gO3FQEAAAA8eQgAAAAyCvIDWhMBAAAAPHkIAAAAMgryA1gOAQAAAC15CAAAADIK8gMkCwEAAAAteQgAAAAyCvIDWAcBAAAAK3kIAAAAMgryA6ADAQAAAC15CAAAADIKpgE9DAIAAAA+PQgAAAAyCqYBkAgBAAAAPT0IAAAAMgqmAQAEAQAAAD09HAAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFGo9HdaqPR3AQAAAAAAMAAEAAAALQEBAAQAAADwAQAACAAAADIK8gO0FwEAAAApPQgAAAAyCvIDQRIBAAAAMD0IAAAAMgryA70RAQAAACg9CAAAADIK8gPvDwEAAAApPQgAAAAyCvIDTQ8BAAAAMT0IAAAAMgryA7UMAQAAACw9CAAAADIK8gMZDAEAAAAxPQgAAAAyCvIDjAkBAAAAKD0IAAAAMgryA4wGAQAAACk9CAAAADIK8gMxBQEAAAAsPQgAAAAyCvIDlQQBAAAAMT0IAAAAMgryAwgCAQAAACg9CAAAADIKpgH/DgEAAAApPQgAAAAyCqYBQA4BAAAAMD0IAAAAMgqmAY0KAQAAACg9CAAAADIKpgExBQEAAAAwPQgAAAAyCqYB0AABAAAAMT0cAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgryA+4WAQAAAG49CAAAADIK8gORFAEAAABrPQgAAAAyCvIDRA0BAAAAaz0IAAAAMgryAxYKAQAAAG49CAAAADIK8gNyCAEAAABDPQgAAAAyCvIDwAUBAAAAaz0IAAAAMgryA5ICAQAAAG49CAAAADIK8gPuAAEAAABDPQgAAAAyCqYBFwsBAAAAbj0IAAAAMgqmAccJAQAAAG49CAAAADIKpgFkBwEAAABrPQgAAAAyCqYB1AIBAAAAaz0cAAAA+wKA/gAAAAAAAJABAAAAhgQCAADLzszlAH30d0AAAAAyBgqfUaj0d1qo9HcBAAAAAAAwAAQAAAAtAQEABAAAAPABAAAIAAAAMgryA1UQAgAAALWxCAAAADIKpgHkBQIAAAC78ggAAAAyCqYBVAECAAAAtbEKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAAAAAKAAAABAAAAAAAAAAAAAEAAAAAADAABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) C(n,k)=Cnk=![](data:image/x-wmf;base64,183GmgAAAAAAAGAMIAQACQAAAABRVgEACQAAA38BAAADABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCIARgDBIAAAAmBg8AGgD/////AAAQAAAAwP///7j///8gDAAA2AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAJAAAA+gIAABAAAAAAAAAAIgAEAAAALQEAAAUAAAAUAgACQAAFAAAAEwIAAhQMFQAAAPsCgP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAACSBAAAAC0BAQAIAAAAMgqMAwcLAQAAAGsACAAAADIKjAMRCgEAAAAqAAgAAAAyCowDXQkBAAAAKQAIAAAAMgqMA7sIAQAAADEACAAAADIKjAOrBgEAAABrAAgAAAAyCowDIQYBAAAAKAAIAAAAMgqMAzEFAQAAACoACQAAADIKjAPzAwMAAAAuLi4ACAAAADIKjAMVAwEAAAAqAAgAAAAyCowDJQIBAAAAMgAIAAAAMgqMAy8BAQAAACoACAAAADIKjANdAAEAAAAxAAgAAAAyCm4BggsBAAAAKQAIAAAAMgpuAeAKAQAAADEACAAAADIKbgHKCAEAAABrAAgAAAAyCm4BkAYBAAAAbgAKAAAAMgpuAWgEBQAAACkuLi4oAAgAAAAyCm4BxgMBAAAAMQAIAAAAMgpuAbYBAQAAAG4ACAAAADIKbgEsAQEAAAAoAAgAAAAyCm4BWgABAAAAbgAQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQIABAAAAPABAQAIAAAAMgqMA8UHAQAAAC0ACAAAADIKbgHkCQEAAAArAAgAAAAyCm4BqgcBAAAALQAIAAAAMgpuAdACAQAAAC0ACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AhgQAAAAtAQEABAAAAPABAgADAAAAAAA=)

(1)**int** BiForm(**int** n,k) //二项式展开式的系数的递归算法

{**if**(n<0 || k<0 || k>=n) {printf(“参数错误\n ”);exit(0);}

**if**(k==0 || k==n) **return**(1);

**else** **return**(BiForm(n-1,k)+BiForm(n-1,k-1);

}

(2)C(6,4)的递归树

|  |
| --- |
| C(2,1)+C(2,0) |

|  |
| --- |
| C(6,4) |

|  |
| --- |
| C(2,2)+C(2,1) |

|  |
| --- |
| C(1,1)+C(1,0) |

|  |
| --- |
| C(1,1)+C(1,0) |

|  |
| --- |
| C(1,1)+C(1,0) |

|  |
| --- |
| C(2,2)+C(2,1) |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| 1 |

|  |
| --- |
| C(1,1)+C(1,0) |

|  |
| --- |
| C(2,2)+C(2,1) |

|  |
| --- |
| C(3,3)+C(3,2) |

|  |
| --- |
| C(4,4)+C(4,3) |

|  |
| --- |
| 1 |

|  |
| --- |
| C(5,4) |

|  |
| --- |
| C(3,2) |

|  |
| --- |
| C(3,3)+C(3,2) |

|  |
| --- |
| C(3,1) |

|  |
| --- |
| C(4,3) |

|  |
| --- |
| C(4,2) |

|  |
| --- |
| C(5,3) |

|  |
| --- |
| + |

|  |
| --- |
| 15 |

|  |
| --- |
| 10 |

|  |
| --- |
| 6 |

|  |
| --- |
| 3 |

|  |
| --- |
| 3 |

|  |
| --- |
| 2 |

|  |
| --- |
| 2 |

|  |
| --- |
| 2 |

|  |
| --- |
| 2 |

|  |
| --- |
| 3 |

|  |
| --- |
| 4 |

|  |
| --- |
| 5 |

|  |
| --- |
| 3 |

|  |
| --- |
| 4 |

|  |
| --- |
| 1 |

|  |
| --- |
| + |

|  |
| --- |
| + |

(3)计算C(n,k)(0<=k<=n)的非递归算法

**int** cnk(**int** n,**int** k)

{**int** i; long x=1,y=1;

**for** (i=1;i<=k;i++) x\*=i;

**for** (i=n-k+1;i<=n;i++) y\*=i;

**return**(y/x)

}//cnk

12.[题目分析]本题属于排序问题，只是排出正负，不排出大小。可在数组首尾设两个指针i和j，i自小至大搜索到负数停止，j自大至小搜索到正数停止。然后i和j所指数据交换，继续以上过程，直到 i=j为止。

**void** Arrange(**int** A[],**int** n)

//n个整数存于数组A中，本算法将数组中所有正数排在所有负数的前面

{**int** i=0,j=n-1,x; //用类C编写，数组下标从0开始

**while**(i<j)

{**while**(i<j && A[i]>0) i++;

**while**(i<j && A[j]<0) j--;

**if**(i<j) {x=A[i]; A[i++]=A[j]; A[j--]=x; }//交换A[i] 与A[j]

}

}//算法Arrange结束.

[算法讨论]对数组中元素各比较一次，比较次数为n。最佳情况(已排好,正数在前,负数在后)不发生交换，最差情况(负数均在正数前面)发生n/2次交换。用类c编写，数组界偶是0..n-1。空间复杂度为O(1).

类似本题的其它题的解答:：

（1）与上面12题同，因要求空间复杂度也是O(n)，可另设一数组C，对A数组从左到右扫描，小于零的数在C中从左（低下标）到右（高下标）存，大于等于零的数在C中从右到左存。

（2）将12题中判定正数(A[i]>0)改为判偶数(A[i]%2==0)，将判负数(A[j]<0)改为(A[j]%2!=0)。

（3）同（2），只是要求奇数排在偶数之前。

（4）利用快速排序思想，进行一趟划分。

**int** Partition(**int** A[],**int** n)

//将n个元素的数组A调整为左右两部分，且左边所有元素小于右边所有元素，返回分界位置。

{**int** i=0,j=n-1,rp=A[0]; //设数组元素为整型

**while**(i<j)

{**while**(i<j &&A[j]>=rp) j--;

**while**(i<j &&A[i]<=rp) i++;

**if**(i<j) { x=A[i];A[i]=A[j]; A[j]=x; }

}

A[i]=rp; **return**(i); //分界元素

}// Partition

13. [题目分析] 设n个元素存放在数组A[1..n]中。设S初始为空集，可依次将数组A的每一个元素并入S，产生了含一个元素的若干集合，再以含一个元素的集合为初始集合，依次并入A的第二个（异于S的那个元素）元素并入S，形成了含两个元素的若干集合，……，如此下去，直至A[i]的全部元素并入。

**CONST** n=10;

**TYPE** datatype=char;

**VAR** A: array[1..n] OF datatype;

**PROC** powerset(s:set OF datatype)

[outset(s); //输出集合S

**FOR** i:=1 **TO** n **DO** powerset(S+A[i]);

]

**ENDP**;

调用本过程时，参数S为空集[]。

14、[题目分析]设稀疏矩阵是Amxn,Hm是总表头指针。设rch是行列表头指针，则rch->right=rch时该行无非零元素，用i记行号，用一维数组元素A[i]记第i行非零元个数。（为方便输出，设元素是整数。）

**int** MatrixNum(Olink Hm)

//输出由Hm指向的十字链表中每一行的非零元素个数

{Olink rch=Hm->uval.next**,** p;

**int** A[]; i=1;//数组A记各行非零元个数,i记行号

**while**(rch!=Hm)//循环完各行列表头

{p=rch->right; num=0; //p是稀疏矩阵行内工作指针,num记该行非零个数

**while**(p!=rch)//完成行内非零元的查找

{printf(“M[%d][%d]=%d”,p->row,p->col,p->uval.e);

num++;p=p->right; printf(“\n”);//指针后移 }

A[i++]=num;//存该行非零元个数

rch=rch->uval.next;//移到下一行列表头

}

num=0

**for**(j=1;j<i;j++)//输出各行非零元个数

{num+=A[j]; printf(“第%d行非零元个数为%d\n”,j,A[j]); }

**return**(num);//稀疏矩阵非零元个数

}算法结束

15、[题目分析] 广义表的元素有原子和表。在读入广义表“表达式”时，遇到左括号‘（’就递归的构造子表，否则若是原子，就建立原子结点；若读入逗号‘，’，就递归构造后续子表；若n=0，则构造含空格字符的空表，直到碰到输入结束符号（‘#’）。设广义表的形式定义如下：

**typedef** **struct** node

{**int** tag; //tag=0为原子，tag=1为子表

**struc**t node \*link; //指向后继结点的指针

**union** {**struct** node \*slink; //指向子表的指针

**char** data; //原子

}element;

}Glist;

Glist \*creat ()

//建立广义表的存储结构

{**char** ch; Glist \*gh;

scanf(“%c”,&ch);

**if**(ch==’’) gh=null;

**else** {gh=(Glist\*)malloc(sizeof(Glist));

**if**(ch==‘(’){gh->tag=1; //子表

gh->element.slink=creat(); } //递归构造子表

**else** {gh->tag=0;gh->element.data=ch;} //原子结点

}

scanf(“%c”,&ch);

**if**(gh!=null) **if**(ch==‘,’) gh->link=creat()； //递归构造后续广义表

**else** gh->link=null;

**return**(gh);

}

}算法结束

16、(1)略

(2)求广义表原子个数的递归模型如下

f(p)=![](data:image/x-wmf;base64,183GmgAAAAAAAOAYwAQACQAAAAAxQgEACQAAA90BAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwATgGBIAAAAmBg8AGgD/////AAAQAAAAwP///7L///+gGAAAcgQAAAsAAAAmBg8ADABNYXRoVHlwZQAAAAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKVAQ6AAEAAADuAAgAAAAyCgIDOgABAAAA7QAIAAAAMgqwAToAAQAAAOwACAAAADIK+APwFgEAAAA9AAgAAAAyCvgDyAgBAAAAKwAIAAAAMgqmAeIPAQAAAD0ACAAAADIKpgG6AQEAAAArABUAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAkgQAAAAtAQEABAAAAPABAAAIAAAAMgr4A/4XAQAAADEACQAAADIK+AOwFAMAAAB0YWcACAAAADIK+AOiEwIAAABeLggAAAAyCvgD1hIBAAAAcAAIAAAAMgr4A14PAQAAACkACQAAADIK+AP6DAQAAABsaW5rCAAAADIK+AP4CwIAAABeLggAAAAyCvgDLAsBAAAAcAAIAAAAMgr4A6IKAQAAACgACAAAADIK+APoCQEAAABmAAgAAAAyCvgD/AcBAAAAKQALAAAAMgr4AwAEBwAAAHN1Ymxpc3QACAAAADIK+AMEAwIAAABeLggAAAAyCvgDOAIBAAAAcAAIAAAAMgr4A64BAQAAACgACAAAADIK+AP0AAEAAABmAAgAAAAyCqYBFBEBAAAAMAAJAAAAMgqmAaINAwAAAHRhZwAIAAAAMgqmAZQMAgAAAF4uCAAAADIKpgHICwEAAABwAAgAAAAyCqYBUAgBAAAAKQAJAAAAMgqmAewFBAAAAGxpbmsIAAAAMgqmAeoEAgAAAF4uCAAAADIKpgEeBAEAAABwAAgAAAAyCqYBlAMBAAAAKAAIAAAAMgqmAdoCAQAAAGYACAAAADIKpgHQAAEAAAAxAA8AAAD7AoD+AAAAAAAAkAEAAACGBAIAAMvOzOUAhgQAAAAtAQAABAAAAPABAQAJAAAAMgr4A9YPBAAAAMjnufsJAAAAMgqmAcgIBAAAAMjnufsKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQCGBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)

**PROC** Number(p:glist; **VAR** n: integer)

**VAR** m:integer;

n:=0;

**IF** p<>NIL **THEN**

[**IF** p^.tag=0 **THEN** n:=1 **ELSE** Number(p^.sublist,m)

n:=n+m; Number(p^.link,m); n:=n+m; ]

**ENDP**;

17. **int** Count(glist \*gl)

//求广义表原子结点数据域之和，原子结点数据域定义为整型

{**if**(gl==null) **return**(0);

**else** **if** (gl->tag==0) **return**((p->data)+count(gl->link));

**else** **return**(count(gl->sublist)+count(gl->link)); }

}// Count

18.（1）在n个正整数中，选出k(k<<m）个最大的数，应使用堆排序方法。对深度为h的堆，筛选算法中关键字的比较次数至多为2（h-1）次。建堆总共进行的关键字比较次数不超过4n，堆排序在最坏情况下的时间复杂度是O(nlogn）。

**int** r[1000]; // r[1000]是整型数组

（2）**void** sift(**int** r[],**int** k,m,tag)

//已知r[k+1..m]是堆，本算法将r[k..m]调整成堆，tag=1建立大根堆,tag=2建立小根堆

{i=k;j=2\*i;x=r[k];

**while** (j<=m)

{**if** (tag==2) //建立小根堆

{**if** (j<m && r[j]>r[j+1]) j++;//沿关键字小的方向筛选

**if**(r[j]<x)) {r[i]=r[j];i=j;j=2\*i;}

**else** break;}

**else** //建立大根堆

{**if** (j<m && r[j]<r[j+1]) j++;//沿关键字小的方向筛选

**if**(r[j]>x) {r[i]=r[j];i=j;j=2\*i;}

**else** break;}

}

r[i]=x;

}//sift

main(**int** argc,char \*argv[])

//根据命令行中的输入，从1000个数中选取n个最大数或n个最小数

{**int** m=1000,i,j;

n=augv[2]; //从命令行输入的第二个参数是需要输出的数的个数

**if**(n>m){printf(“参数错误\n”);exit(0);}

**for**(i=0;i<m;i++) scanf(“%d”,&r[i]); //输入1000个大小不同的正整数

**if** (augv[1]==‘a’) //输出n个最大数，要求建立大根堆

{**for**(i=m/2;i>0;i--) sift(r,i,m,1)

printf(“%d个最大数依次为\n”,n);

**for**(i=m;i>m-n+1;i--) //输出n个最大数

{printf(“%5d”,r[i]); j++; **if**((j+1)%5==0) printf(“\n”);//一行打印5个数

sift(r,1,i-1,1); } //调堆

}

**else** //(augv[1]==‘i’) //输出n个最小数，要求建立小根堆

{**for**(i=m/2;i>0;i--) sift(r,i,m,2)

printf(“%d个最小数依次为\n”,n);

**for**(i=m;i>m-n+1;i--) //输出n个最小数

{printf(“%5d”,r[i]); j++; **if**((j+1)%5==0) printf(“\n”);//一行打印5个数

sift(r,1,i-1,2); } //调堆

}

}//main

[算法讨论]算法讨论了建堆，并输出n（n小于等于m）个最大(小)数的情况，由于要求输出n个最大数或最小数，必须建立极大化堆和极小化堆。注意输出时的for循环控制到变量i从m变化到m-n+1，这是堆的性质决定的，只有堆顶元素才是最大(小)的。要避免使i从1到n来输出n个最大(小)数的错误。

19、[题目分析] 题目要求调整后第一数组（A）中所有数均不大于第二个数组（B）中所有数。因两数组分别有序，这里实际是要求第一数组的最后一个数A[m-1]不大于第二个数组的第一个数B[0]。由于要求将第二个数组的数插入到第一个数组中。因此比较A[m-1]和B[0]，如A[m-1]>B[0]，则交换。交换后仍保持A和B有序。重复以上步骤，直到A[m-1]<=B[0]为止。

**void** ReArranger (**int** A[],B[],m,n)

//A和B是各有m个和n个整数的非降序数组，本算法将B数组元素逐个插入到A中，使A中各元素均不大于B中各元素，且两数组仍保持非降序排列。

{ **while** (A[m-1]>B[0])

{x=A[m-1];A[m-1]=B[0]; //交换A[m-1]和B[0]

j=1;

wkile(j<n && B[j]<x) B[j-1]=B[j++]; //寻找A[m-1]的插入位置

B[j-1]=x;

x=A[m-1];i=m-2;

wkile(i>=0 && A[i]>x) A[i+1]=A[i--]; //寻找B[0]的插入位置

A[i+1]=x;

}

}算法结束

20、[题目分析]本题中数组A的相邻两段分别有序，要求将两段合并为一段有序。由于要求附加空间为O(1),所以将前段最后一个元素与后段第一个元素比较，若正序，则算法结束；若逆序则交换，并将前段的最后一个元素插入到后段中，使后段有序。重复以上过程直到正序为止。

**void** adjust(**int** A[],**int** n)

//数组A[n-2k+1..n-k]和[n-k+1..n]中元素分别升序，算法使A[n-2k+1..n]升序

{i=n-k;j=n-k+1;

**while**(A[i]>A[j])

{x=A[i]; A[i]=A[j]; //值小者左移，值大者暂存于x

k=j+1;

**while** (k<n && x>A[k]) A[k-1]=A[k++]; //调整后段有序

A[k-1]=x;

i--; j--; //修改前段最后元素和后段第一元素的指针

}

}算法结束

[算法讨论]最佳情况出现在数组第二段[n-k+1..n]中值最小元素A[n-k+1]大于等于第一段值最大元素A[n-k]，只比较一次无须交换。最差情况出现在第一段的最小值大于第二段的最大值，两段数据间发生了k次交换，而且每次段交换都在段内发生了平均（k-1）次交换，时间复杂度为O(n2)。

21、[题目分析]题目要求按B数组内容调整A数组中记录的次序，可以从i=1开始，检查是否B[i]=i。如是，则A[i]恰为正确位置，不需再调；否则，B[i]=k≠i，则将A[i]和A[k]对调，B[i]和B[k]对调，直到B[i]=i为止。

**void** CountSort (rectype A[],**int** B[])

//A是100个记录的数组，B是整型数组，本算法利用数组B对A进行计数排序

{**int** i,j,n=100;

i=1;

**while**(i<n)

{**if**(B[i]!=i) //若B[i]=i则A[i]正好在自己的位置上，则不需要调整

{ j=i;

**while** (B[j]!=i)

{ k=B[j]; B[j]=B[k]; B[k]=k; // B[j]和B[k]交换

r0=A[j];A[j]=A[k]; A[k]=r0; } //r0是数组A的元素类型,A[j]和A[k]交换

i++;} //完成了一个小循环，第i个已经安排好

}//算法结束

22、[题目分析]数组A和B的元素分别有序，欲将两数组合并到C数组，使C仍有序，应将A和B拷贝到C，只要注意A和B数组指针的使用，以及正确处理一数组读完数据后将另一数组余下元素复制到C中即可。

**void** union(**int** A[],B[],C[],m,n)

//整型数组A和B各有m和n个元素，前者递增有序，后者递减有序，本算法将A和B归并为递增有序的数组C。

{i=0; j=n-1; k=0;// i，j，k分别是数组A,B和C的下标，因用C描述，下标从0开始

**while**(i<m && j>=0)

**if**(a[i]<b[j]) c[k++]=a[i++] **else** c[k++]=b[j--];

**while**(i<m) c[k++]=a[i++];

**while**(j>=0) c[k++]=b[j--];

}算法结束

[算法讨论]若不允许另辟空间，而是利用A数组（空间足够大），则初始k=m+n-1，请参见第2章算法设计第4题。

23、[题目分析]本题要求建立有序的循环链表。从头到尾扫描数组A，取出A[i]（0<=i<n）,然后到链表中去查找值为A[i]的结点，若查找失败，则插入。

LinkedList creat(ElemType A[],**int** n)

//由含n个数据的数组A生成循环链表，要求链表有序并且无值重复结点

{LinkedList h;

h=(LinkedList)malloc(sizeof(LNode));//申请结点

h->next=h; //形成空循环链表

**for**(i=0;i<n;i++)

{pre=h;

p=h->next;

**while**(p!=h && p->data<A[i])

{pre=p; p=p->next;} //查找A[i]的插入位置

**if**(p==h || p->data!=A[i]) //重复数据不再输入

{s=(LinkedList)malloc(sizeof(LNode));

s->data=A[i]; pre->next=s; s->next=p;//将结点s链入链表中

}

}//for

**return**(h);

}算法结束